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1 Introduction

Sequoia is a programming lanaguage for writing portable and efficient parallel programs. Sequoia is unusual in
that it exposes the underlying structure of the memory hierarchy to programmers, albeit in a manner abstract
enough to ensure portability across a wide variety of contemporary machines. Sequoia is syntactically an
extension to C++ and includes a number of C++ features, but the Sequoia-specific programming constructs
result in a programming model very different from C++. Sequoia provides language mechanisms to describe
the movement of data through the memory hierarchy and provides mechanisms to localize computation and
data to particular levels of that hierarchy. This manual describes the high-level design of Sequoia and the
technical details necessary to begin building programs using the Sequoia compiler.

Sequoia is also a work in progress—this is the first release. While we use the compiler ourselves every
day and have tested it fairly extensively, there are certain to be rough edges and outright bugs. Users who
don’t mind working with an experimental system will likely have a good experience; if you are looking for a
production system this version of Sequoia is likely not for you. There is a core set of Sequoia features (which
we will describe) that are well-tested and documented and should be sufficient to write significant Sequoia
programs that work well. There are also more experimental features in the language that are included in
this release, but are currently not as complete as we would like (for example, some of these constructs do not
currently work on all platforms, or only work with special annotations or other help from the programmer).
We include these features in the current release because we have found them necessary for writing certain
kinds of programs; if a feature is currently experimental or incomplete it is explicitly mentioned as such in
this manual, together with the limitations of the current implementation. Our intention is to remove these
limitations in future releases.

Feedback on the Sequoia implementation and this manual is welcome and can be sent to:

sequoia-discuss@googlegroups.com

Note that you must join the sequoia-discuss google group in order to be able to post messages to the mailing
list. Anyone is welcome to join.

2 Sequoia Installation

Sequoia can be installed by downloading and then building its source code. There is currently no support
for obtaining a pre-compiled binary.

2.1 Downloading Sequoia
The Sequoia source is in a .tar.gz file located at
http://www.stanford.edu/group/sequoia/sequoia.tar.gz

The remainder of this section assumes that the Sequoia compiler has been downloaded to a local directory

named sqroot/.

2.2 Directory Structure

The Sequoia source tree is structured as follows:

e apps/ A collection of example applications, including extended versions of the examples shown in
this manual. Of particular note is the directory external/include which contains wrappers around
standard C headers which may be used by Sequoia programs.

e bin/ Contains the sq++ binary.
e doc/ Contains documentation, including the source for this manual.

e runtime/ Contains source code for runtime environments, which are described in detail in Section 6.



e src/ Contains the source code for the Sequoia compiler.

e test/ Contains a regressions test suite for the Sequoia compiler.

2.3 Compiler Dependencies

This section lists dependencies which must be satisfied to successfully build the Sequoia compiler.

2.3.1 Flex-01ld

The Sequoia front end is based on the Elsa C++ front end [1], which depends on an older version of Flex writ-
ten in C instead of C++. Consequently, the Sequoia compiler requires that Flex version 2.5.4a be installed
prior to being built. In most Linux package managers, this version can be obtained by installing the flex-o0ld
package. Alternatively the package can be obtained from http://packages.debian.org/sid/flex-old.

2.3.2 Xerces-C

The Sequoia compiler represents certain input files internally as XML. Consequently, the Sequoia compiler
requires that a recent version of Xerces be installed prior to being built. In most Linux package managers,
Xerces can be obtained by installing the libxerces-c3.0 package. Alternately, we provide a pre-compiled
dll as part of this distribution (see sqroot/src/external/xercesc/). If an installed version of Xerces is to
be used, it is necessary to modify two files:

e sqroot/Makefile - Remove the statement -Lsrc/external/xerces/1ib from the definition of LIBRARY
and be sure to add the path to the installed version of Xerces to the LD_LIBRARY_PATH system variable

e sqroot/src/common/berkeley/src/elsa/Makefile.in - Modify the definition of the LIBXERCES vari-
able to point to the correct installation of Xerces

2.4 Building the Compiler

Prior to building the Sequoia compiler the location of the xercesc library should be added to the LD_LIBRARY_PATH
environment variable. For example, assuming that you are using the xerces dll that is distributed with Se-
quoia and the Bash shell, you would type

$ export LD_LIBRARY_PATH=$LD_LIBRARY_PATH:sqroot/src/external/xercesc/lib

Having done so, the Sequoia compiler can be built by entering the sqroot directory and typing make. To
verify that the compilation succeeded, in the same directory, type make testbench.

2.5 Using the Compiler

Prior to using the Sequoia compiler, the following paths should be added to your environment. For example,
assuming that you were using the Bash shell, you would type:

export PATH=$PATH:sqroot/bin # The location of the sq++ binary
export SQ_RT_DIR=sqroot/runtime # Paths that generated code will assume
export SQ_LD_DIR=sqroot/apps/external # to exist

2.5.1 The Compiler Workflow

Sequoia is a cross compiler: it generates appropriate source in a user-configurable target language. In general,
the Sequoia compiler requires three types of input, which are described in further detail below: one or more
source (.sq) files, a machine (.m) file, and a mapping (.mp) file. The compiler can be invoked by specifying
the names of those files and several optional flags:

$ sq++ foo.sq bar.sq machine.m mapping.mp -d -0



Using the -d flag instructs the compiler to produce debugging output in a directory named debug/. Using
the -0 flag instructs the compiler to turn on optimizations.

When the Sequoia compiler runs successfully, it produces a directory named out. In addition to containing
source code in the target language, the directory also contains a Makefile. The contents of the directory can
be built by entering out/ and typing make. The resulting binary will be named sq.out.

2.5.2 Migrating Generated Source to Target Machines

In addition to being compiled locally, the out directory can also be exported and compiled on a target ma-
chine. The only requirement for doing so is that the directories sqroot/runtime and sqroot/apps/external
exist on the target machine and the environment variables described above be defined appropriately.

3 Programming in Sequoia

3.1 Abstract Machine Model

Sequoia’s abstract machine model is very different from the abstract machine model of C++ or any conven-
tional sequential language. C++’s abstract machine model is characterized by a single memory space, where
every program variable has an address in that space. It assumes the existence of a single processor that can
randomly access every memory address using fine-grained, byte-granularity, pointer dereferencing.

The primary distinguishing feature of Sequoia’s abstract machine model is that it contains multiple
independent memory spaces that are exposed to the programmer. The Sequoia abstract machine model
consists of a tree of memories, where each level of the tree corresponds to a level of the memory hierarchy
of the machine. Memories closer to the leaf level of the tree are assumed to be both smaller and faster than
memories in the levels near the root. For example, a degenerate tree is the memory hierarchy of a standard
uniprocessor machine, consisting of the cache (or multiple levels of cache) and DRAM, with the DRAM at
the root and the L1 cache the sole leaf. More complex hieararchies in parallel machines, such as clusters or
shared-memory multiprocessors, form non-trivial trees.

In Sequoia data can be transferred between a memory and its children, for example via asynchronous
bulk transfers such as DMA commands or cache prefetches. The machine model also includes a processing
element for each distinct memory in the tree.! Processing elements closer to the leaves of the tree are
assumed to be faster than processing elements in the levels above them. A processing element can only
operate directly on data stored in its associated memory. Programming such a machine requires transferring
data from the large, slow outer memory levels into the small, fast local memory levels at or near the leaves
which the high-performance processing elements can access.

3.2 Programming Model

The Sequoia abstract machine model is a tree of memories, each with its own processor. The programming
model is a tree of tasks, with each task mapped to one memory in the tree-shaped memory hierarchy. Thus,
Sequoia encourages writing divide-and-conquer style algorithms, where a problem is divided into smaller
subproblems that can be solved in parallel and independently, including potentially recursively subdividing
the subproblems further.

Tasks are isolated from each other and, except for invoking other tasks, have no mechanism for commu-
nicating with other tasks. Tasks execute entirely within one level of the memory hierarchy; all data and
computation for the task is located in that memory for the duration of the task’s lifetime. When a parent
task invokes a child task, the child need not run in the same memory level as the parent. A typical Sequoia
task breaks its computation up into smaller subproblems, each of which is handled in parallel by a subtask
running in some smaller /faster memory level. To summarize, tasks are the unit of computation and locality
in Sequoia, and task calls are communication, where data is moved from one place in the machine to another.

The tasks the programmer writes are abstract; they do not mention specific memory levels in a concrete
machine or the size of the memory. When a Sequoia program is compiled for a particular machine, the details

IThis is different from the model in the original Sequoia paper, which effectively assumed that there was a processor only
at each leaf of the memory hierarchy.



of the machine’s specific memory hierarchy are instantiated by a mapping in which the programmer states
how each task is specialized to the machine. The mapping of a task has two parts. First, the task’s data
(arguments and local variables) is assigned to a specific level of the memory hierarchy. The memory level
has a specific size and the task’s data must fit within that size; the mapping also specifies whether this size
is checked statically by the compiler or at run-time when the task is called. Second, the task’s computation
is assigned to a specific processor in the machine that has access to the level of the hierarchy where the
task’s data will reside. Mappings of the same program to different machines are often very different. A
Sequoia program does not itself mention the machine-specific details in a mapping and is therefore machine
independent and relatively easy to port; in our experience writing a mapping for an existing Sequoia program
to target a new machine is usually straightforward.

If a task whose data is mapped to a memory in level i of the machine calls a subtask whose data is
mapped to level ¢ — 1, when the task at level ¢ makes its subtask call the arguments will be physically copied
from level i to level ¢ — 1; similarly, when the subtask completes data returned from level i — 1 is copied back
to the calling task in level ¢. Movement of data in a task call or return is the only form of communication
in Sequoia.

The Sequoia compiler and runtime automatically use the appropriate hardware or software mechanisms
to implement the data transfers. In fact, this is one of the major benefits of programming in Sequoia, as the
programmer only uses one way of communicating data and the compiler generates the code that uses the
appropriate API for moving data between the two concrete levels of the memory hierarchy, whether that be
via MPI calls, DMAs, explicit loads and stores, etc. The compiler also removes as many copies as possible
via program optimizations, including copies introduced by copying arguments to tasks. It is also possible to
manually (and unsafely) turn off some copying via specifications in the mapping file.
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4 A Motivating Example Program: SAXPY for SMP

In this section we introduce Sequoia using a SAXPY kernel, a simple, but complete, Sequoia program. SAXPY
is a single precision floating point multiply-add operation on two vectors ( Single a * X +Y ). Compiling
this or any Sequoia program involves three separate input files:

e Listing 1 gives the machine independent source code. There is a main method that initializes two
vectors of size N with some random values. These two vectors are then passed as arguments to the
SAXPY kernel. There are two different variants of the SAXPY kernel: one is an inner task (a task that
calls subtasks) and the other is a leaf task (a task with no subtasks). Note that the call to the SAXPY
kernel in the the main function does not specify which of the two instances of the SAXPY kernel is
invoked.

e Listing 3 gives the mapping file for SAXPY. Among other things, the mapping specifies whether to call
the inner or leaf task variant. We discuss how to specify task variants for task call sites in a mapping
file in Section 8.

e Listing 2 is a machine description, which specifies the properties of the target machine. In this case
we are compiling for a two-level SMP machine with two processors. We discuss the details of machine
descriptions in Section 7.

void task<inner> saxpy(in float x[N], inout float y[N], in float a);
void task<leaf> saxpy(in float x[N], inout float y[N], in float a);
int main()
{
const unsigned int N = 16 * 1024 x 1024,
float* x = new float [N];
float* y = new float [N];
for ( unsigned int i = 0; i < N; i++ )
{
x[i] = static_cast<float>(i % 99);
[i] = 10.0 4 static_cast<float>(i % 99);
}
float a = 2.0;
saxpy (x, yl, a);
delete [] x;
delete [] y;
return 0;
}
void task<inner> saxpy(in float x[N], inout float y[N], in float a)

tunable blockSize;
mappar( int i=0 : N/blockSize )
saxpy (x[i*blockSize ; blockSize], y[i*blockSize ; blockSize], a);

void task<leaf> saxpy(in float x[N], inout float y[N], in float a)

for ( int i=0;

i < N; i++)
yli] 4= a * x[i]

)

Listing 1: SAXPY source file

32 bit machine smp2

{
managed shared smp level 1(256 Mb @ 128 b) : 2 children;
smp level 0(256 Mb @ 128 b);

}

Listing 2: SAXPY machine file
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instance saxpy i(level 1) inner

{

entrypoint main[0];
tunable blockSize = 2724 / 2;

data ()
array x() { elements = 2724; }
array y() { elements = 2724; }

control(level 0)

loop i() { spmd { fullrange = 0,2; ways = 2; iterblk = 1; } }
callsite saxpy() { target 1() {} }
}
}

instance saxpy l(level 0) leaf { }

Listing 3: SAXPY mapping file

5 Sequoia Language Constructs

Sequoia is based on C++ and the syntax has been chosen to be consistent with C++ conventions. Sequoia
does not support all of C++; this section discusses Sequoia’s language constructs.

5.1 Base Language Features

This section discusses the core sequential language features of Sequoia.

5.1.1 Classes and Objects

Sequoia supports C++ classes. Tasks may be members of classes.

5.1.2 Templates

Sequoia supports a subset of C++ templates, enough to write generic Sequoia libraries but not so much that
the implementation effort is overwhelming. Non-nested templates work. Templated tasks also work. Nested
templates are not supported.

5.1.3 Memory Management

Sequoia supports dynamic memory allocation within a single memory level. That is, a task may dynamically
allocate objects and build linked data structures. However, the language is constrained so that there are
never pointers between memory levels (see the restrictions on task parameter passing in Section 5.2). Thus,
every task has its own local heap in which it can allocate and deallocate objects, and every task heap is
isolated from every other heap. Sequoia provides the C++ and C routines new/delete and malloc/free.

An important property of a task is the amount of memory it will consume; the fastest memory levels on
many machines are small and knowing that task data will fit can be crucial to developing a working and
high-performance program. As mentioned above, the Sequoia compiler attempts to compute the size of task
data statically, but in the presence of dynamic memory allocation this may not be possible, in which case
the programmer must supply a bound on the size of task data in the mapping file.

When dynamically allocating memory in tasks, a good rule of thumb is that all data that is allocated
within a task should also be reclaimed within that same task. This protects against memory leaks as there
is no way to refer to a piece of created data after a task has finished.




5.1.4 Unsupported Features of C++

There are some features of C+4 that are not supported.
e Global variables have no meaning in Sequoia, as every value is local to some task.
e Type unions are not currently part of the language.

e Virtual tasks are not supported, but Sequoia does support ordinary virtual functions. Disallowing
virtual tasks makes the task-call hierarchy completely static, enabling many optimizations that would
be much more difficult to implement otherwise.

e Multiple inheritance is not supported.

e extern functions are not supported. The compiler currently has no linker, therefore all functions must
be in scope when compiling a Sequoia file. For more information see Section 9.1.

5.2 Tasks and Task Argument Type Qualifiers

A task is a function marked with the task keyword. Tasks are restricted in that they the can only modify
data local to the task; externally, a task is a pure function. Task arguments are passed call-by-value-result,
which means that the arguments are copied to the task’s formal parameters the task’s return values are
copied back. Sequoia currently distinguishes between inner and leaf tasks. Inner tasks are used to break
up the work that is to be done at lower levels of the machine; inner tasks can call subtasks. Leaf tasks are
compute kernels that carry out the bulk computation of the algorithm; leaf tasks may not invoke subtasks.
Below are examples of an inner task and a leaf task declarations for matrix-matrix multiplication:

task<inner> void matrixmult(in float a[M] [P], in float b[P][N], out float c[M][N]);
task<leaf> void matrixmult(in float a[M][P], in float b[P][N], out float c[M][N]);

The inner task is used to recursively divide up the matrices a, b, and c. These three matrices, together with
the variables M, P, and N, which give the sizes of the arrays, are the arguments to the tasks. The arguments
are labeled in (read only, only copied to the task) or out (write only, only copied back from the task’s
final state on exit to the position of the argument array in the caller). There is also an inout keyword for
arguments that are both read and written (not used in this example). Below are possible implementations
of both the inner and leaf tasks:

task<inner> void matrixmult(in float a[M] [P], in float b[P][N], out float c[M][N])
{

tunable mBlock;

tunable pBlock;

tunable nBlock;

mappar ( int i = 0 : M/mBlock, int j = O : N/nBlock )
mapseq ( int k = 0 : P/pBlock )
matrixmult (a[i*mBlock;mBlock] [k*pBlock;pBlock],
b [k*pBlock;pBlock] [j*nBlock;nBlock],
c[i*mBlock;mBlock] [j*nBlock;nBlock]);
}

task<leaf> void matrixmult(in float a[M][P], in float b[P][N], out float c[M][N])
{

for ( unsigned int i = 0; i < M; i++ )
for ( unsigned int j = 0; j < N; j++ )

10



cli]l[j]1 = 0.0;
for ( unsigned int k = 0; k < P; k++ )
cl[il [j] += alil[x] * b[x]1[jl;

Note that in the Sequoia program tasks do not yet have information about the number of levels in the
memory hierarchy, in fact there is no machine dependent information specified in the task definitions at all.
In sections 7 and 8 we will describe the machine and mapping files which take the abstract algorithm defined
in terms of tasks and instantiate it for a specific architecture.

5.3 Tunable Variables

The variables mBlock, pBlock, and nBlock are tunables. Tunables are intended to be used for values that
are compile-time constants that vary from machine to machine; for example, in the matrix multiply example
the three tunables correspond to the block sizes chosen for a particular level of the memory hierarchy on the
target machine. The values of tunables are set in a mapping file, which allows different constants to be used
for different machines. Note also that when tasks are recursive there may be more than one instance of the
task at runtime that execute at different levels of the memory hierarchy. Mapping files also allow different
tunables to be specified for different instances of the same task on a single machine.

Notice that the inner task is recursive. Each recursive call will traverse one level deeper in the memory
hierarchy further dividing up the work to be done by the lowest level. The leaf task is the base case of the
recursion. The leaf task will run on the lowest level of the machine (where in most modern architectures
the smallest memory and most power processing live) and will carry out the actual computation, in this
case matrix matrix multiplication. The mappar and mapseq are parallel and sequential looping constructs
respectively and will be described in more detail in section 5.4.

Indexing in a leaf task is relative to that task’s sub-problem size. If the original matrices were 100x100
and one inner task is instantiated (see section on mapping) with mBlock = pBlock = nBlock = 50 then
in the leaf task above the parameters will have values M = 50N = 50P = 50. Therefore the leaf task
will compute the product of two 50x50 matrices and return the result as a 50x50 sub-matrix of the original
matrix ¢. Even though a leaf task may be computing the (2,2) sub-matrix of ¢ the indexes in the leaf task
will still start at zero. That is, a leaf task does not need to know where in the over all data its data is
located, Sequoia takes care of managing it. The actual syntax of array block is cover in section 5.6.

5.4 Parallelism Constructs
5.4.1 Mappar and Mapseq

The control constructs mappar and mapseq are used to write parallel and sequential loops, respectively.
Like for loops in other languages, such loops have an associated iteration space variable. For example, the
following code

mappar (int i = 0 : N)
taskCall(...);

defines a parallel loop whose body is a single task call taskCall. The loop body is executed multiple times
with different values for i, in particular withi = 0, i = 1, ..., i = N. Because this is a mappar, the loop
iterations may be executed in any order and possibly in parallel. It is an error for any two loop iterations
to write to the same memory location or for one iteration to read from and another iteration to write to
the same memory location. This restriction is not checked by the current language implementation and the
result of such a mappar is undefined.

The example above illustrates the most common way to use mappar, which is with a single task call
as the mappar’s body. Furthermore, in the common case the task call will be mapped to the next (faster)
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level of the memory hieratchy below the level of the mappar itself. While a single task call that runs at the
children of the current level is the usual idiom, mappars may have arbitrary code in their body and may
also be mapped to the parent instead of child level. Note, however, that only the task calls are executed in
parallel; any other code is executed as part of the current task.

A mapseq specifies a sequential loop: the instances of the mapseq body must be executed in the order
given by the programmer. There are no restrictions on what the body of a mapseq can read or write (because
the execution order of iterations is fixed, no restrictions are needed). A mapseq should be used whenever
there are read/write or write/write dependencies between the iterations of the loop. Note that even though
the iterations may be dependent, the compiler may still be able to extract some parallelism through software
pipelining of the mapseq body across multiple iterations.

Now consider a simple version of matrix multiply that uses a combination of mappar and mapseq:

mappar( int i = 0 : M/mBlock )
mappar( int j = O : N/nBlock )
mapseq( int k = 0 : P/pBlock )
matrixmult( ... );

In this example we have a three dimensional iteration space: each task is associated with a triple (i, j, k).
The important thing to note is that by nesting the control constructs, and specifically the mapseq, in a
particular order we specify a certain execution order of the iteration space. In this case, we are saying
that all tasks sharing the same (4,j) must be executed in order of increasing k. However, any two tasks
with distinct (é,7) may executed in parallel. It is important to note that by placing the mapseq in the
innermost construct, we are expressing as much parallelism as possible for the compiler to take advantage
of when performing scheduling. If we were to rearrange the loops and place the mapseq on the outside, the
answer would be the same, but there would be significantly reduced parallelism as all combinations of (4, j)
associated with a given k would have to be executed before the next set of (i, ) could be executed.

A control construct may declare multiple iteration space variables. The following code is equivalent to
the previous example:

mappar( int i = 0 : M/mBlock , int j = O : N/nBlock )
mapseq( int k = 0 : P/pBlock )
matrixmult( ... );

While iteration space variables may not be assigned, they are otherwise just like any other variable and
can be used anywhere in the body of the control construct that declares them.

5.4.2 Mapreduce

Another control construct provided by Sequoia is mapreduce, which is designed for processing in parallel
sub-problems that will be combined into a final answer via an associative reduction. In the following version
of the matrix-matrix multiplication example the mapseq has been replaced by a mapreduce:

mappar( int i = 0 : M/mBlock , int j = 0 : N/nBlock )
mapreduce( int k = 0 : P/pBlock )
matrixmult( ... , reducearg<c,matrixadd>, ... );

The mapreduce syntax is identical to mappar. The task call, however, takes an additional reduction
argument description, denoted by the keyword reducearg followed by the name of the array to be reduced
and the name of a leaf task that implements the combining operation. In this example the k loop iterates
over the inner P dimension of the matrices and so iterates over dependent computations. That is, the results
of the matrix-matrix products computed as sub-problems along the inner dimension of the a and b matrices
must be added together to form a final block of the matrix c. This example computes these dependent
sub-problems in parallel and then uses the combiner leaf task matrixadd to reduce the results of each sub-
problem into a single block of the ¢ matrix. The leaf task matrixadd must take as arguments two arrays;
the first array must be an in parameter and the second must be an inout parameter. At run time the
mapreduce consumes the results of the subproblems in a combining tree where the leaf task is repeatedly
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run on two arrays, storing the result in the second array argument. The final result is stored back at the
parent memroy level.

The reducearg need not be an entire array. In the example the reducearg shown above reduces the entire
matrix ¢ into the final matrix c. The reduction also can be done on independent sub-blocks of the matrix c
by using array blocking to specify sub-blocks of the matrix. Array blocking is described in Section 5.6.

5.5 Task Calls
There are a few rules of thumb for getting the best performance and portability from tasks:
e The best performance is achieved if only task calls are placed in the parallel control constructs.

e For maximum portability task calls should be generic: they should not name which variant of the task
is to be called. The variant is specified in the mapping file.

e Tasks should be designed to break big problems into smaller problems recursively if that is appropriate
to the problem being solved. Thus the inner task variant will typically call the same task (with no
variant specified). This recursive structure will be mapped by the compiler on to the memory hierarchy
of the machine, with as many instances of the inner task as needed to cover the number of levels of
the target machine.

Note that tasks can only be called after they have been declared; forward declarations can be used if
necessary.

5.5.1 Entrypoints and Callsites

If a task is called from outside of Sequoia (for example calling a task from main() in a C program), that
instance of the task must be labelled with an entrypoint. The entrypoint construct is described in Section 8.3.
When a task calls another task an entrypoint is not used, instead one defines a callsite inside the control
block of the instance of the calling task (see Section 8.2).

5.6 Array Blocking

Array blocking allows the programmer to partition an array into smaller arrays. In combination with one
of the Sequoia control constructs a programmer can pass the different parts of the array to different task
instances. Consider again the matrix multiplication example:

// a, b, and c are two dimensional arrays
mappar( int i = 0 : M/mBlock , int j = O : N/nBlock )
mapseq( int k = 0 : P/pBlock )
matrixmult(a[i*mBlock;mBlock] [k*pBlock;pBlock],
b [k*pBlock;pBlock] [j*nBlock;nBlock],
c[i*mBlock;mBlock] [j*nBlock;nBlock]);

Each task is passed a portion of each of arrays a, b, and c. The task either recursively subdivides its
portions of the arrays in further task calls (for an inner task call) or performs an actual matrix multiplication
(in a leaf task call). Notice that each dimension of the array has its own pair of brackets [...]. Arrays must
always be fully indexed, meaning that a n-dimensional array must always be used with all n dimensions.
Array blocking has two arguments per dimension. The first argument describes the index where the block
begins, and the second argument specifies the number of elements. For example, for the a matrix in the x
dimension, the partition passed to the i-th task consists of mBlock elements beginning at index i * mBlock.
For the y dimension pBlock elements are taken beginning at k % pBlock.

Note that many different parallel tasks (all with different values of j) are passed the same sub-array of a.
Because a is declared to be an in (read-only) parameter it presents no problem for multiple tasks to share
the same portion of a. However, any argument annotated out or inout can only be passed to a single parallel
task as it is undefined what occurs if multiple parallel tasks attempt to write the same output location. As
discussed previously, this requirement is not currently checked by the Sequoia compiler.
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5.6.1 The Copy Operator

The copy operator is a special built-in function available only in inner tasks; copy is a reserved keyword in
Sequoia. The copy operator can be used in two distinct ways:

e A array block, as described in Section 5.6, can be copied to another array block with the same number
of elements in each dimension. For example,

void task<inner> copyExamplel(in int B[W] [X], inout int A[Y][Z])
{

copy(A[2:5;3]1[3:9;5], B[1:4;3][1:6;5]);
}

This example copies a 3x5 block from array B beginning at (1,1) into array A beginning at index (2,3).
The syntax is redundant in that we must specify both the start (inclusive) and ending (exclusive)
points in each dimension as well as the size to transfer, however this redunancy makes it possible for
the compiler to verify correctness. Notice also that these are contiguous blocks of memory as array
blocks always use stride 1.

In the case where we want to move an entire array, we do not use the blocking syntax for that array.
For example,

void task<inner> copyExample2(in int B[W] [X], inout int A[Y][Z])

{
copy(A[0:5;5]1[1:9;8]1, B);
}

Here we assume that B has size 5x8 and that we are copying the entire array B into A starting at (0,1).
Note that reversing the arguments expresses copying a portion of A into all of B.

e The copy operator also supports arbitrary gather and scatter operations, but only for one dimensional
arrays. We use an indexing array as an argument in the blocking syntax to specify the gather or
scatter. An example gather is

// Idx = {3,8,5,11,12,11,16}
void task<inner> copyExample3(in int B[X], inout int A[Y], in int Idx[Z])
{
copy(A[2:9;7], B[Idx]);
}

The indexing array Idx provides the indices of the source locations in B. Note that the number of
elements in Idx is the same as the number of elements copied to A. Sequoia also supports scatters;
reversing the arguments in this example would scatter the contiguous elements of A into the elements
of B given by Idx. Sequoia does not support an all-to-all copy scheme; only one of the two arguments
can use an indexing array.

Whichever version of the copy operator is used, the two array blocks must represent disjoint sets of
locations.

6 Target Machines
The Sequoia compiler is designed to target a wide array of machines. A key aspect of this portability is

that the compiler generates code for a generic runtime interface [2]. In this section we explain the runtime
interface and discuss the various runtimes provided with this version of the compiler.
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6.1 The Portable Runtime Interface

The runtime interface presents a single target for the Sequoia compiler, eliminating the need for the compiler
to maintain a separate backend for every target architecture. Our experience is that maintaining a runtime
implementation is significantly easier than maintaining a compiler backend; the runtime interface isolates
the compiler from the details of particular architectures.

Each Sequoia runtime implements an interface for two adjacent levels of the memory hierarchy. The
runtime interface provides methods for the parent level to allocate memory in the child level, copy data
to and from the child level, and launch tasks on child processors. Similarly, there are methods that the
children can invoke to interact with the parent. An important feature of Sequoia runtimes is that they are
composable: a runtime for a machine with more than two levels of memory hierarchy is built by composing
individual runtimes for each pair of adjacent levels. For example, the Sequoia compiler can target an MPI
cluster where each node has a multicore processor and several GPU’s by composing the MPI, CMP, and
CUDA runtimes. In general all of the runtimes compose, however certain runtimes currently can be used
only at either the top of the machine or at the bottom. As an example, the MPI cluster should always be
the top-level runtime whenever it is used 2 Also, the GPU runtime must always be the bottom-most runtime
as it is currently impossible to call to another machine from within a thread on a GPU.

Because the primary unit of data movement in Sequoia is the array, the runtime is also primarily focused
on supporting the creation of arrays on different levels as well as the movement of arrays between levels. The
primary functions for the parent interface can be seen in Listing 4 and the primary functions for the child
interface can be seen in Listing 5. The interface includes both the functions needed to support constructs
discussed in previous sections as well as those that have been added to support dynamic parallelism. (The
extensions for dynamic parallelism are covered in Section 10.) Sequoia programmers need not be concerned
with the details of the runtime API and we will not discuss the interface in detail here; more information is
available in [2].

// Get the width of this level
unsigned int getSPMDWidth() ;

// Alloc and Delete Arrays at the top level

sqArray_t* sqTopAllocArray(sqSize_t elmtSize, int dimensions, sqSize_t xdim_sizes, int
arrayld=-1);

void sqTopFreeArray (sqArray_t =p);

// Alloc and Free Space at the top level
voidx sqTopAlloc(sqSize_t elmtSize, int num_elmts);
void sqTopFree(void *sqSpace);

// Launch a task on all the children
sqTaskHandle_t sqCallChildTask (sqFunctionID_t taskid , sqSPMDid_t start, sqSPMDid_t end);
void sqWaitTask (sqTaskHandle_t handle);

// Create transfer lists , perform transfers, destroy lists

sqXferList* sqCreateXferList (sqArray_t =dst, sqArray_t =src, sqSize_t *dst_-index, sqSize_-t =
src_index , sqSize-t xlengths, unsigned int count);

void sqFreeXferList (sqXferList *list);

// Extensions for dynamic parallelism

// Initialize data structures for handling call ups
sqListenerHandle_t sqCreateListener();
void sqFreeListener (sqListenerHandle_t handle);

// Spawn child tasks

void sqSpawnChildTask (sqFunctionID_t taskid , sqTerminationID_t term, sqSPMDid_t start ,
sqSPMDid_t end, uint8_t xtermArgs);

void sqSpawnChildTask (sqFunctionID_t taskid , sqTerminationID_t term, sqSPMDid_t start ,
sqSPMDid_t end, uint8_.t xtermArgs, sqListenerHandle_-t listener);

2We would be interested in seeing a machine where the MPI runtime is not at the top. We have often joked about writing
an Internet runtime that could be used to hook MPI clusters together over the internet using TCP.
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// A different wait for handling mappars that may contain call ups
void sqWaitTask (sqTaskHandle_t handle, sqListenerHandle_t listener);

// Pull data up to the parent in the case of call ups
sqXferHandle_t sqParentPull(sqXferList *list , sqSPMDid_t childID);

Listing 4: Parent Runtime Functions

// Alloc and delete arrays at the child level
sqArray_t* sqAllocArray (sqSize_-t elmtSize, int dimensions, sqSize_t xdim_sizes);
void sqFreeArray (sqArray_t *p);

// Alloc and free space at the chlid level
void* sqAlloc(sqSize_t elmtSize, int num_elmts);
void sqFree(void *sqSpace);

// Transfer data down from the parent
sqXferHandle_t sqXfer(xqXferList =list);
void sqWaitForXfer(sqXferHandle_t handle)

// Barrier across the children
void sqSPMDBarrier (sqSPMDid_t start , sqSPMDid_t end);
void sqSPMDBarrierAll();

// Initiate a reduction from this child

void sqReduce(sqReductionID_t reduce.id, sqSPMDid_t start, sqSPMDid_t end, sqArray_t =dst,
sqArray_t xsrc, sqArray-t *tmp, sqSize_-t xdst_index, sqSize_-t *src_index , sqSize_-t =
sizes);

// Extensions for dynamic parallelism
// Call a task atomically in the parent
void sqCallParentTask (sqSPMDid_t myID, sqParentGhost_t sparent, sqCallupID_t taskid, uint8_t

xargs , unsigned int size);

// Pull data back down to the child following a call up
sqXferHandle_t sqChildPull (sqXferList =*list);

Listing 5: Child Runtime Functions

6.2 Supported Runtimes

We currently support five runtimes as targets for the Sequoia compiler: scalar, cluster, SMP, CMP, and
CUDA. We give a brief description of each of the runtimes and mention any dependencies that may be
required for using the runtime.

e Scalar - The scalar runtime is primarily a test runtime that only requires a single thread. We use this
runtime only for developing applications and getting algorithms partially working before moving to a
truly parallel runtime. This runtime can also be useful for finding and fixing memory corruption bugs.

e Cluster - The cluster runtime is built on top of the MPI-2 interface. We require MPI-2 above the
standard MPT interface as we make use of several features such as MPI-Windows for one-sided transfers
in our implementation of the cluster. We have tested our implementation extensively on the most recent
version of OpenMPI [3], but believe that the cluster runtime will also work on other implementations
of MPI-2.

e SMP - The SMP runtime is designed to work on symmetric multiprocessors, mainly built on top of
a distributed shared memory machine. This runtime only requires the POSIX-threads interface to
work. We don’t force any particular thread to be pinned to a specific hardware thread context in this
runtime, wich allows the operating system to re-arrange threads on the machine as it sees fit.
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e CMP - The CMP runtime is designed to work in a similar manner to the SMP runtime, but it assumes
that we want to pin a thread to a given hardware thread context. We use the p-threads affinity
scheduling interface to attempt to pin certain threads to a given hardware context. This allows the
CMP runtime to guarantee reuse of data left in caches. The CMP runtime is primarily used only for
working with CMP’s where cache locality is very important.

e CUDA GPU - This runtime supports a single CUDA GPU. This runtime is coupled with a special
backend for the generating CUDA-specific code. While in principle we could use a pure dynamic
runtime, threads in CUDA often do so little computation that the overhead of implementing the
runtime interface as full function calls at runtime can be prohibitive and we gain a great deal by
moving some of that work to compile time. Also, as of the CUDA 2.3, when we first implemented the
CUDA backend, CUDA was not expressive enough to fully support all of the functions required for
our runtime interface. We require at least CUDA 2.3 and the runtime has been tested through CUDA
3.0 [4].> The CUDA runtime and backend are discussed further in Section 12.

e CUDA CMP - This runtime supports multiple GPU’s. Currently this runtime must be the top-level
runtime in a given process, which means that the only runtime that could be placed on top of this
runtime is the cluster. The cluster will generate a new MPI process for each of its children, and
therefore the threads will be managing devices on different nodes (assuming only one MPI process per
node). It should be noted that if there is only a single GPU available then the single GPU runtime is
more efficient as it does not require inter-thread communication using locks. There is more information
about the CMP-GPU runtime in Section 12.4.

7 Machine File Syntax

A machine file specifies a concrete implementation of the abstract Sequoia memory hierarchy. Every valid
Sequoia program must contain exactly one non-empty machine file.

7.1 Machine Statements
A machine file consists of a single machine statement of the form
N bit machine ID { ... }

where N is the size of addressable memory common to all levels of the hierarchy, and ID is the name of the
machine. The value of N may be either 32 or 64, and ID may be an arbitrary C-style identifier.

7.2 Level Statements

The body of a machine statement consists of one or more level statements, each describing a level of the
memory hierarchy. Within a level of the memory hierarchy, nodes are assumed to be homogeneous; regardless
of the width of a memory level, only a single 1level statement is required. The form of a level statement is

managed shared virtual T level N (M @ W) : C children;
where managed, shared, and virtual are optional modifiers with the following meanings:

e managed: Memory at this level is OS-managed. If present, this flag indicates that the dynamic alloca-
tion and deallocation of memory at a particular level is backed by a virtual memory system.

e shared: Memory at this level is shared. If present, this flag indicates that the processing elements at
a particular level may communicate through shared memory.

3With the release of CUDA Fermi we have not attempted implementing the runtime interface in the richer GPU language
supported by Fermi. This might be an interesting experiment, but we worry about some of the overhead associated with more
expensive language features required for our runtime interface, such as virtual function dispatch.
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e virtual: This level is virtual. If present, this flag indicates that the nodes at a particular level do not
correspond to a separate piece of hardware, but rather to the union of their children.

The identifier T is required and may take any of the following values:

e scalar: This is a two level machine that assumes only a single child. This is a useful machine for
debugging purposes as there is only a single thread of control.

e smp: The nodes on a particular level are symmetric multi-processors. Sequoia will generate appropriate
pthread code for nodes of this type.

e cmp: This runtime is identical to the previous runtime with the exception that it will pin a thread to
a specific hardware context.

e cluster: The nodes on a particular level are part of an MPI cluster. Sequoia will generate appropriate
MPI code for nodes of this type.

e cudaCpu: The nodes on a particular level are generic CPUs with a single attached NVIDIA GPU.
Sequoia will generate appropriate CPU-GPU interface code for nodes of this type.

e cudaCMP: The nodes on this level support multiple GPU’s and require an independent thread for each
GPU. Sequoia will generate code to manage the number of child GPU’s.

e cudaDevice: The nodes on a particular level are NVIDIA GPUs. Sequoia will generate appropriate
CPU-GPU interface code for nodes of this type.

e cudaThreadBlock: The nodes on a particular level are CUDA thread blocks. Sequoia will generate
appropriate CUDA code for nodes of this type.

e cudaThread: The nodes on a particular level are CUDA threads. Sequoia will generate appropriate
CUDA code for nodes of this type.

N is the height of the memory level, M is the size of the memory available to each node at this level, W is
the width of a word at this level, and C is the number of children belonging to each node at this level. By
convention, the leaves of the memory hierarchy are assigned to level 0, and have no children.

8 Mapping File Syntax

A mapping file instructs Sequoia in transforming abstract tasks to compilable code for each level of a concrete
memory hierarchy. Every valid Sequoia program must contain exactly one, possibly empty, mapping file.

8.1 Instance Statements
A mapping file consists of zero or more instance statements of the form
instance T ID (level N) V { ... }

where T is the fully qualified name of a task, V specifies the task variantt inner or leaf, ID is a unique
C-style identifier for the instance, and N is the level of the memory hierarchy that code for the instance
should be generated for. For instance, the two tasks

void task<inner> t();
void task<leaf> t();

might be accompanied by the following instance statements

instance t t_2 (level 2) inmer { ... }
instance t t_1 (level 1) inmmer { ... }
instance t t_0 (level 0) leaf { ... }

which direct that code for the inner variant of t should be generated for levels 1 and 2 of a particular
machine (given by the machine description), and that code for the leaf variant of t should be generated for
level 0 of the machine.
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8.2 Control Statements

Each instance statement for a task with nested parallel control constructs must contain exactly one control
statement. The control statements describe how the iterations of nested control constructs, invoked at one
level of the memory hierarchy, should be dispatched to the next (child) memory level. Specifically, instance
statements describe how many and which iterations should be assigned to which children, and which instance
of the task contained within those statements should be invoked. A control statement has the form

control (level N) { ... }

where N is one level below the level in which the instance containing the control statement resides. The
control statements contain one loop statement for each iteration variable in a nest of control constructs;
loop statements have the form

loop I() { spmd { fullrange=L,U; ways=W; iterblk=B; } }

where I is the name of an iteration variable and fullrange is the number of children, U - L, that a
nested mapping statement should be distributed over. A fullrange statement is only necessary in the loop
statement corresponding to the outermost iteration variable. The value W is the number of iterations of I to
distribute at one time, and B is the number of iterations that each a child should perform. For example, the
nested parllel statement

mappar ( int i =0 : 8 )
mappar ( int j =0 : 4 )
t0;

might be accompanied by the following loop statements

loop i() { spmd { fullrange = 0,8; ways = 4; iterblk = 4; }
loop jO { spmd { ways = 2; iterblk = 4; }

which describe how the 32 total iterations of loops i and j are distributed among 8 children in increments
of 4 iterations of i and 2 iterations of j, and of those iterations, each child performs 4 at a time.
The target of each syntactic task call must be specified by a callsite statement of the form

callsite C() { target I() {} }

For example, the following callsite statement would be used to specify that the task call t() in the above
example be mapped to an instance named ta

callsite t() { target ta() {} %}

8.3 Entrypoint Statements

In general, control statements describe how task invocations should be mapped on to task instances.
However, special consideration must be given to task invocations made from C-code rather than within task
instances. Task instances corresponding to invocations made from within C-code must contain entrypoint
statements of the form

entrypoint F[N];

where F is the name of the function within which the instance is to be invoked, and N indicates that the
instance should be associated with the Nth task call within F. For example, consider task t (), two instances
t1 and t2, and a function £ () that invokes t() twice:

void £()
{
tQ;
t(O);
}
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To associate instance t1 with the first invocation of t (), and t2 with the second invocation of t(), their
instance statements would, respectively, contain the following entrypoint statements

entrypoint f[0];
entrypoint f[1];

8.4 Tunable Statements

An instance statement must contain exactly one tunable statement for every tunable contained in the
corresponding task. A tunable statement has the form

tunable T = E;

where T is the name of a tunable in the corresponding task, and E is an expression that can include both
integers and the standard operators: addition, subtraction, multiplication, division, and exponentiation. For
example, the following tunable statement sets the value of blocksize to one.

tunable blocksize = (2 + 2) *x 4 / 274;

8.5 Data Statements

An instance statements containing an entrypoint statement must also contain a data statement of the
form

data() { ... }

A data statement must contain an array statement for every non-scalar input. An array statement has the
form

array A() { elements = S; }

where A is the name of an input argument, and S is a comma separated list of sizes. For instance, the
following entrypoint task

void task<inner> t(in int X[A], out int Y[B][C], in int scalar) { ... }
might be accompanied by an instance statement containing the following data statement

data()
{
array X() { elements 100; }
array Y() { elements = 10, 20; }
}

In the case of true virtual levels, the data statement can be used to describe a distributed array. Dis-
tributed arrays use a block-cyclic distribution to partition the data for the array across the child nodes.
When a task with distributed arrays is called Sequoia will distribute the data across each of the child nodes
in the appropriate fashion and then execute the task. A block-cyclic data distribution can be used to break
up a multidimensional array in more than one dimension. The following example assumes a 16x16 node
cluster. This example breaks up a 1024x1024 matrix into 64x64 chunks and places each chunk on a different
node in the cluster.

data()
{
array A(Q)
{
elements = 1024,1024;
block-cyclic() { grid = 16,16; blocksize = 64,64; }
}
}
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8.6 Mapping File Invariants

In the process of writing a mapping file there are some rules that should be followed to map the iteration
space onto a given machine. The first two rules are correctness requirements that must be followed for
the compiler to be able to correctly compile the program. The other rule is a guideline to ensure good
performance. We give both mathematical definitions as well as intuition for these rules.

The first rule involves the relationship between the ways for each loop in a control statement and the
corresponding fullrange component. For a set of loop statements over iteration variables I = {i1,42,...,i,}
with ways W = wy, ws, ..., w, and fullrange, F', should obey the equality

That is, the product of the ways for each nested loop should be equal to the number of processors (the
fullrange) used by the loop. The ways specify a wy * wg * . .. * w, block of the iteration space; the number
of iterations in the block must be equal to the number of processors used by the loop nest. The compiler
will assign one iteration of the block to each of the processors.

The second rule ensures there is sufficient work that each processor specified in fullrange is assigned at
least one task to perform. For a set of loop statements over iteration variables I = {i1,s,...,%,} with ranges
R ={r1,re,...,r,} and iteration blocks B = {b1,ba,...b,} and fullrange F, should obey the inequality

n

ri
—>F 2
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This statement is concerned with the amount of work that the compiler is given to schedule onto the child
processors. Since the iteration blocks chunk of the iteration space into a coarser granularity it gives the
compiler fewer units of work to schedule. The left side of equation 2 specifies the total units of work that
the compiler is responsible for scheduling. Therefore equation 2 states that there must be enough work such
that each processor is assigned at least one unit of work to perform.

The last rule is not mandatory for correctness, but should be followed in order to ensure good performance
using software pipelining (see Section 9.4.4). Currently software pipelining can be applied only to a single
loop in an iteration space at present. For a set of loop statements over iteration variables I = {i1,42,...,i,}
with ranges R = {r;,r2,...,7r,} and iteration blocks B = {b1,bs,...b,}, fullrange F' and level of software
pipeline for a single loop SW P should obey the inequality

H%>>F*SWP (3)
; %

Again the left hand side of Equation 3 represents the total number of chunks of work the compiler is
responsible for scheduling. This rule says that the total units of work should be much greater than the
number of different contexts the compiler can schedule. The idea is that the space overhead of software
pipelining is often not worth the cost unless you have a large number of tasks to amortize the additional
cost over. That being said, the working set size of each individual chunk of work to be used for software
pipelining should be small enough so that multiple task iterations can fit in a child’s memory space at any
point in time.

8.7 Error Checking for the Mapping File

The mapping file is the link between the machine file and source file. As a result there are often inter-file
dependencies that need to be verified by the compiler. We’ve done our best to at least provide checks for
many of these dependencies to ensure they are consistent, however there is no guarantee at present that the
checking is both sound and complete. Therefore there may still exist compiler bugs that will allow invalid
code past the front-end of the compiler and result in either the compiler crashing or throwing an assertion
at a later stage due to some cross-file inconsistency. If you run into such a problem and can’t figure it out
please contact us.
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In addition, at present the compiler may generate error messages that are not the most descriptive.
We currently have no way of matching line numbers so when you receive an error message indicating an
inconsistency between the mapping file and either the machine or the source file, it will be up to you to find
out exactly where the error is. We do provide some context such as giving variable names or the lexical
occurrence number of the variable in order to help with the debugging process. This is the direct result
of trying to insert the semantic checking of these errors into a stage in the compiler where as much of the
information that is necessary for the checking process is still available and hasn’t been lost.

9 Practical Issues in Compiling for Sequoia

9.1 Linking in Sequoia

The current version of the Sequoia compiler does not support linking; it is a single, monolithic program
compiler. If a program is composed of multiple Sequoia source files, they must all be specified at compile
time. For example, given a program that consists of the source files a.sq, b.sq, and c.sq, the Sequoia
compiler would be invoked as follows:

$ sgq++ a.sq b.sq c.sq machine.m mapping.mp

9.2 Linking Against External Libraries

Source code developed independently of Sequoia can be linked against a Sequoia program by editing the
contents of out/Makefile, which is produced by sq++. Pre-existing binaries may be added to a build by
appending to the line that reads:

GEN_0OBJS := $(GEN_SRCS:.cc=.0)
For example, given library.a, the line would be modified to read
GEN_OBJS := $(GEN_SRCS:.cc=.0) library.a

Pre-existing source files, which have not yet been compiled, may also be added to a build. This is done by
appending to the line that reads:

GEN_CC_0BJS := $(GEN_SRCS:.cc=.0)
For example, given foo.cc and bar.cc, the line would be modified to read

GEN_CC_0BJS := $(GEN_SRCS:.cc=.0) foo.0 bar.o

9.3 Linking Against Sequoia Libraries

If a Sequoia program includes any of the standard headers described in Section 2.2, a corresponding linker
flag must be passed as a trailing argument to sq++. For example, given a program, foo.sq, that begins with
the following include statements

#include "sq_cstdio.h"
#include "sq_cmath.h"

#include "bar.h"

the invocation of sq++ would contain the following trailing arguments, which are formed by prepending an
1 to the name of the header

sq++ foo.sq ... -1lsq_cstdio -1 sq_cmath
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9.4 Optimizing for Performance

Optimizing programs in Sequoia for performance requires some understanding of how the compiler represents
programs. This section discusses how the optimizations work and when they can be applied.

9.4.1 Using a Single Entrypoint

As discussed in Section 8.3 an entrypoint is a task call from within C (not Sequoia) code. Internally, the
Sequoia compiler is currently structured as a conventional C compiler for regular C code, and a separate set
of representations and logic for Sequoia (task) code. This organization allows programmers to easily step
outside of Sequoia and use C for computations that are currently difficult to express in Sequoia. However,
it also means that the Sequoia portion of the compiler has minimal understanding of the C code and thus
is necessarily conservative about applying transformations across the boundary of a C function call. In fact,
programmers should assume that all information is lost when calling a C function: the Sequoia compiler will
not perform any optimizations across the boundary of a C to Sequoia call (an entrypoint), or a Sequoia to
C call.

Internally, each entrypoint corresponds to a tree of task calls rooted at that entrypoint. The Sequoia
compiler applies a number of optimizations within, but not beyond, a task tree. Thus, if the program has
multiple entrypoints these are represented as independent trees of task calls and optimized separately, with
no optimizations applied across multiple entrypoints. In general, the fewer entrypoints a program has, the
more thoroughly the compiler will be able to optimize the program as a whole.

As an example of a common case where the number of entry points is important, consider a task ¢ that
a programmer wishes to execute multiple times. One possible organization is to wrap the task call inside
of a C function with a for loop, which results in a correct program but one that also hinders Sequoia’s
optimizations. It is better to create a new task and use a mapseq to iterate over all the calls to ¢, because
this program will have only a single entrypoint and therefore only a single task-call tree and the compiler
can potentially apply optimizations across the multiple calls to t.

9.4.2 Copy Elimination

The Sequoia compiler’s strongest optimization is copy-elimination. Because task call semantics are copy-in,
copy-out, copies (mostly implicit) are common in Sequoia programs, and copy-elimination is vital. The
Sequoia compiler is capable of recognizing many different patterns of copies that can be eliminated [5],
provided the copies all reside in the same task-call tree.

9.4.3 Loop Fusion

In loop fusion the compiler merges two different task calls inside of adjacent Sequoia control constructs,
provided the tasks operate on the same data and use the same iteration space. By fusing the two calls into
one the compiler saves the overhead of the extra task calls and copying the data multiple times [6]. Again,
the two tasks must reside in the same task-call tree.

9.4.4 Software Pipelining

The final major optimization that the Sequoia compiler performs is software pipelining. Unlike copy elimi-
nation and loop fusion, software pipelining is applicable to every iteration space regardless of the number of
task-call trees.

Software pipelining in Sequoia is quite different from traditional, instruction-level software pipelining of
inner loops. Sequoia’s software pipelining optimization applies to Sequoia’s control constructs at any level
of the memory hierarchy. The basic idea is to overlap the transfer of data for one or more task calls with
the computation of another task call. Because the compiler knows the iteration space (from the control
construct) and the computation (from the task call), it can often devise a schedule that keeps both the
communication and compute resources fully utilized.

When performing software pipelining, the Sequoia compiler treats each task invocation as a three-part
process: copy in the arguments, execute the task, and copy the results back out. A two stage software
pipeline simply double buffers task executions. The Sequoia compiler allocates two buffers a and b for the

23



data needed by two task calls at the child level. In the steady state of the software pipeline, the compiler
schedules a load for a task’s data into buffer a while simultaneously executing a task on data previously
loaded in buffer b. After the task execution has finished, the results in buffer b are copied back up to the
parent. At this point the roles of buffers a and b are swapped: buffer b is reloaded with data for the next
task while a task is executed using the data in buffer a.

Sequoia can also schedule a three stage software pipeline using triple buffering.* The three stage pipeline
has three buffers; in the steady state one buffer is loading data for the next task call, a task call is being
executed on another buffer, and the third buffer is writing back the results from the previously executed
task call. The three stage pipeline potentially overlaps more communication with computaion than the
two stage pipeline, but requires that a single task call has enough compute to overlap the overhead of two
communications and that there is enough space at the child levels to store the data for three tasks.

It should be noted that software pipelining is only useful if the underlying hardware supports the necessary
asynchronous communication primitives needed to overlap computation and communication. Currently only
the cluster runtime and the top level GPU runtime provide these facilities. As we shall discuss in Section 9.6.2
copies in SMP and CMP runtimes tend to be elided by exploiting the underlying shared memory and therefore
the advantages of software pipelining would be minimal in these runtimes.

9.5 Profiling Sequoia Programs

The Sequoia implementation includes a runtime profiler that collects information about coarse granularity
events such as the amount of time and space used by task calls and the time required to perform bulk data
transfers. By default the profiler is off on all runs. To turn on profiling add the flag ~-DPROFILING to the
CCFLAGS line in the generated Makefile and recompile the generated code.

After running a program with profiling enabled, the profiler prints statistics in the following categories
for each level of the memory hierarchy to the standard output:

e Task calls from the parent level

Individual tasks at child level

Bulk transfers performed by each child

e Time spent in barriers

Call up times from the child

Call up time for the parent
e Total time performing parent pulls for call ups
e Total time performing child pulls for call ups

The last four categories are relevant to language features for dynamic parallelism discussed in Section 10.3.
The numbers associated with each transfer and task call correspond to unique ID numbers embedded in the
generated code. Currently one has to examine the generated code by hand to determine how the ID numbers
correspond to names of tasks being called. A last important feature to notice about the profiling is that the
time spent in a task or performing a transfer is the total time that was spent in that task or performing that
transfer. That means that if the task is called more than once the number represents the aggregate time for
all task calls and not for each individual task call.

9.6 Dealing with Virtual Levels

One of the more interesting issues in writing programs in Sequoia is dealing with virtual levels. A virtual
level represents the aggregation of all its childrens’ memories. The primary complication with virtual levels
is that data structures (i.e., arrays) allocated at the parent level are actually distributed across all of the

4With four or more pipeline stages the footprint usually becomes too large and tasks don’t execute long enough to overlap
computation with communication.
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child memories. Aligning distributed data with the execution of tasks local to individual children is a well-
known problem in SPMD cluster programming; because a virtual level is exactly the global address space of
a distributed memory, we do not completely avoid this issue in Sequoia.

Two types of virtual levels currently exist in Sequoia machines.

9.6.1 True Virtual Levels on Clusters

A machine with a truly distributed memory and no hardware support for sharing is a true virtual level; an
example is an MPI cluster. The top level of the cluster runtime is the aggregation of all the child nodes
in the cluster; arrays at the virtual level are distributed across the the entire cluster. All tasks run at the
virtual level are run on node 0 of the cluster; any data not local to node 0 incurs communication across the
machine to the node where that data is stored. Note this is consistent with the Sequoia model, which says
that memory references at the parent level are in general much slower than memory references at the child
level. But, more surprising in some situations, memory references at the parent level will have very wide
variance in cost, depending on whether the data happens to be on node 0 or not.

Matrix multiply is an example of an application where the cost of individual memory references can vary
widely in the cluster runtime. If we use block-cyclic distributed arrays, then for a few child tasks, the blocks
of all the arrays will be local to the node on which the task is running. However, for most of the tasks,
only one or two of the blocks will actually be local, and for some tasks, no blocks will be local. When we
examine the profiling information (see Section 9.5) we will notice a large discrepancy in the execution times
of different tasks even though they are all performing the same amount of work, because some tasks must
do a great deal of communication while other tasks do none. When it comes to true virtual levels it can be
important to keep in mind exactly where the data actually lives when mapping tasks onto a node.

9.6.2 Shared Virtual Levels

The SMP and CMP runtimes can use a shared virtual level. The parent level is again the aggregation of all
the child address spaces, but in this case the child threads still run in the same hardware-supported shared
address space of the parent.

As an optimization the compiler can elide all copies and instead pass arrays by reference, though this is
not always safe; while this could be checked by the compiler these checks are not currently implemented.
Note this is potentially a source of hard to find bugs. These kinds of bugs can be detected by removing the
virtual tag from the machine file. If the level is simply declared to be shared then the compiler will always
perform the copies.

Correctness issues aside, if the copies are elided there can also be interesting performance consequences,
epecially on SMP machines that use distributed shared memory. On CMP machines we know that all of
the threads are using the same hardware contexts and any false sharing on reads for in parameters will
always activate the cache coherence protocol and remain on chip. However, in the case of SMP’s, we don’t
pin threads to hardware thread contexts. As a result the operating system can migrate threads around the
machine. If two threads have false sharing on in parameters that live on the same memory page, then false
sharing can become a significant problem. This is something that can be difficult to recognize, but can be
characterized by an increasing amount of time spent in the OS kernel when running with the Linux time
utility as the number of threads is scaled up.

10 Extensions for Supporting Dynamic Parallelism
The section describes some language features added to support dynamic parallelism. The user is cautioned
that these features are still in the development stage; while a number of significant programs have been

written using these features, they are not fully implemented and debugged. We encourage the interested
user to remain close to the worklist design pattern in Section 11.
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10.1 Spawn

The spawn construct is designed to be the dynamic counterpart to the statically scheduled mappar and
mapreduce described in Section 5.4; spawn is to a while loop as mappar is to a for looop. A spawn
should be used when there are an unbounded number of parallel tasks to be performed. A spawn takes two
arguments: a task to run and a termination test, a boolean expression that determines when the the spawn
terminates:

spawn(taskCall(...), terminationTest(...));

The semantics of spawn is that it launches an unbounded number of tasks until two conditions are satisfied:
e The termination test is true.
e All tasks launched by the spawn have terminated.

The spawn construct has a blocking semantics identical to the mapping constructs in that the parent thread
blocks until the spawn statement has completed.

10.1.1 Arguments to Spawn Tasks

At present tasks used in a spawn can only take arguments with two qualifiers: in and parent. The in
arguments implies that these arguments are read only and will only be copied into the task. The parent
type qualifier is described in Section 10.2.1. The reason that we only allow these two type qualifiers has to
do with the unbounded nature of spawn. Because spawn can launch an unbounded number of tasks, there
is no way to prevent output aliasing with either out or inout parameters. With spawn there is no notion
of an iteration space—the parallelism is not determined by the data—and therefore no array blocking is
permitted. We plan to allow out parameters in a reduction operation, but at present this is unimplemented.

10.1.2 The Termination Test

The termination test can be any boolean expression that uses variables in scope at the parent, a function
call, or even another task call such as a call up (see Section 10.2). Note that the spawn itself only terminates
whent he termination test is true and all tasks launched by the spawn have terminated; this avoids the
situation that the termination test could become momentarily true only to be invalidated by the action of a
spawned task.

A termination test should have no effect on the state of the program as it may be evaluated an arbitrary
number of times. The user should make no assumptions about the number of times a termination test is
run; see Section 10.1.3 for more information about why this is important.

10.1.3 The Respawn Heuristic

Given the semantics of when a spawn terminates, the result of a termination test can only be accepted if no
children were running when the test was performed. If we abide by this restriction then a naive algorithm
will launch a task on each available child once and wait for all children to finish executing their assigned
task before performing the termination test. If the termination test is false then we will respawn additional
tasks onto the children, otherwise the spawn statement is finished.

Clearly this is an inefficient algorithm as all tasks are now always bound by the slowest performing task
for each cycle. In order mitigate this behavior, we employ a simple heuristic to determine whether a task
should be relaunched on a given child following the completion of the child’s assigned task.

We will define a child to have finished when it has finished executing its currently assigned task, but has
not been evaluated for relaunch by the runtime system. A child has completed when the runtime system has
evaluated the child for relaunch and has decided not to relaunch the child. A task has terminated when all
children have completed and the termination test is evaluated to be true.

The heuristic that we currently use to determine when to relaunch a child is fairly simple, but effective.
When a child has finished it gets put on a queue for the runtime system to evaluate for relaunch. The
runtime continually pulls a child off of this queue and evaluates whether to relaunch the child or not. The
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runtime first checks to see how many other children have completed. If more than half the total number
of children have completed, then the runtime will decide not to relaunch the child and adds it to the list
of completed children. The intuition here is that if more than half of the children have completed, then it
is most likely that the termination test has been met and the system should take the opportunity to mark
children as completed whenever possible so that the spawn completes as soon as possible. If more than
half the children have not completed, then the runtime prematurely performs the termination test. If the
termination test comes back false then the child will be relaunched, otherwise if it is true then the child is not
relaunched and added to the list of completed children. In addition, if a child is respawned, then all of the
completed children are also respawned in order to avoid leaking control contexts. The intuition here is that
the termination test should be a good indicator of whether to respawn the finished child and all terminated
children or not. If the termination test is no longer true, then all of the completed children should also be
respawned to work on any generated work. Note that correctness is assured as the termination test is always
checked when all the children have completed, and children are respawned if the test fails.

We have implemented this algorithm in all of the runtimes that we have distributed, however we encourage
the user to experiment with other algorithms or to customize the constants in this heuristic to a given
application as it may yield significant performance gains.

10.2 Call-Ups

Task calls are call-downs: the parent launches computation on the child. For certain computations, however,
we also want call-ups, the ability for a child to launch computation on the parent. Two common cases are,
first, when the working set for a child (the data it will need) cannot be computed before the child task
is launched; if the child dynamically determines it needs some more data from the parent a call-up is a
convenient way to get it. The second situation is when the child produces an unbounded output. We cannot
pre-reserve space in the parent for the result, and we cannot necessarily hold the entire result in the child,
either. In this case a call-up allows the child to off-load partial results to the parent before it completes its
computation.

Call-ups run in the parent’s address space and may have side-effects on the parent’s state. Call-ups are
tasks and have the same copy-in/copy-out semantics as any other task; the in parameters are copied from
child to parent and the out parameters are copied from the parent back to the child. Call-ups are executed
atomically in the parent in some unspecified order; i.e., when two children call up the parent in parallel it
must appear that one of the call-ups ran before the other one, though either order is permissible.

10.2.1 Parent Pointers

The construct used to perform a call-up is a parent pointer. The primary purpose of a parent pointer is to
provide a child task with a way of naming its parent’s address space (i.e. wherever the object that the parent
pointer points to lives). A parent pointer is a pointer to an object that lives in the parent’s address space
that is passed as an argument to a child task that has been annotated with the parent keyword. In this
case the pointer isn’t actually passed by value down to the child, rather a parent pointer is a special kind
of pointer that when dispatched on at the child level will result in a call-up being performed. Due to these
semantics a parent pointer must always be a pointer. Sequoia currently doesn’t support any other types
being passed to a parent argument of a task.

Parent pointers also can’t be passed as arguments to functions called from within a task as they are
a special kind of pointer that cannot escape the compilers analysis °. In addition to this we don’t allow
passing parent pointers to tasks that are used as call-ups as this could result in pointers being interpreted
incorrectly. We currently only support a single parent pointer being passed to a given task call.

Parent pointers can be passed to tasks called from within static mapping constructs in addition to spawn
constructs. We've found that this often gives us a flexibility to specify some arguments statically as well as
to call up to get dynamic arguments at runtime.

The last edge case with parent pointers occurs when more than one task mapping statement is invoked
in the same task with at least one of the task calls using a parent pointer. In this case we require the
parent pointer is passed to as an argument to every task call. The reason for this is that one of Sequoia’s

5Sequoia currently doesn’t possess a very strong pointer analysis framework
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intermediate representation is a dataflow graph and the scheduler uses data dependencies to determine the
ordering of operations. However with call-ups the data flow is implicit in the side effects performed by the
call-ups and the representation doesn’t support this. Therefore by passing the parent pointer to each task
call the parent pointer acts as a monad acts in a functional language as a way to indicate ordering among
side effects.

10.2.2 Call-Up Execution

The semantics of a call-up is that it is task that is run atomically in the parent’s address space. This gives
the programmer an easy granularity with which to reason about the interleaving of different call-ups. In
addition to this, our goal was that call-ups would move enough data simultaneously that we could over come
the overhead of performing the call-up. This is the reason that only call-ups can be performed on parent
pointers and not arbitrary dereferences. In this way we tried to be as loyal to Sequoia’s emphasis of bulk
data movement as possible.

It is important to note that this does add a degree of reasoning about memory consistency that is not
present in the base Sequoia language. In the original language all task executions were independent and task
mappings were synchronous. Therefore there was never any data races. However, we were willing to make
a slight compromise by allowing call-ups to interleave in an arbitrary manner while allowing us to handle
more dynamic parallelism.

Currently all call-ups are run by the parent’s thread. In the case of the cluster runtime where the parent
is a virtual level, all of the call-ups are executed on node 0. We currently don’t support call-ups that operate
on distributed arrays.

10.2.3 Call-Up Data Movement

When it comes to data movement in call-ups we need a way to express copying data from within a call-up
into the parent’s state. This way it will be persistent even after the call-up has completed. In order to
perform these copies it is best to use the copy operator described in section 5.6.1. At present there is only
limited support for the copy operator in call-ups. We currently only support one dimensional array copys.
We are currently working on support for multi-dimensional arrays.

10.3 Profiling Dynamic Constructs

In order to be able to achieve good performance using the dynamic parallelism extensions we have added
profiling calls to monitor the amount of time spent in performing call-ups. In order to perform basic profiling
for the dynamic extension you only need to add the -DPROFILING flag to CC_FLAGS in the generated Makefile
and recompile the source as described in section 9.5. After executing the program, the following four measures
will be printed to standard output:

e Total child time spent in call-ups

e Total parent time handling call-ups

e Total time spent performing parent pulls
e Total time spent performing child pulls

The first metric is a measure of the amount of time each child spends waiting for a call-up to execute. This
includes the time spent waiting in for the call-up to execute as well as the parent and child pulls. This is a
good indicator for the amount of overhead call-ups are incurring in the program’s execution. In general we
have found that this total time should be less than 10 percent of the a child task’s total execution time in
order to achieve good performance. The second metric indicates how much time the parent spent handling
call-ups without including parent pulls or child pulls. This is a good indicator for how long call-ups actually
take to execute.

The second two metrics are indicators of the amount of time spent transferring data for call-ups. When a
call-up is executed, the task is enqueued in the parent’s queue, and only when the task is executed does the
parent actually pull the necessary data up from the child. This is designed to minimize the amount of data in
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the parent’s address space at any one time while adding some additional latency to the handling of call-ups.
After the task completes however, the data is left at the parent level until the child pulls the necessary data
back down to its address space. This keeps the second transfer off the critical path of handling call-ups.
Therefore the total time spent performing parent pulls indicates the amount of time moving input data for
call-ups while child pulls indicates the amount of time spent moving output data back down to the children.

One final note is that these values are the total times spent performing each of these operations for
a given thread of control. Therefore the total time handling call-ups is the total time the parent spent
handling all call-ups. In some cases it maybe interesting to see a finer granularity of information. If you
wish to see statistics on each individual call-up, then add the following flag to CC_FLAGS in the generated
Makefile: -DMOREPROFILING. The ~-DMOREPROFILING flag must be used in conjunction with the -DPROFILING
flag otherwise it will have no effect. After recompiling and running the program you will receive statistics
on each individual call-up.

11 Irregular Application Example: Worklist for Cluster SMP

The following is an example of a simple worklist algorithm on a three level machine consisting of a cluster
runtime composed with an SMP runtime. Since this is a multilevel machine we have to recursively apply
the inner task doWork. This implies that there is a spawn statement running at the top level as well as the
intermediate level. We create a work queue at the top level and use a pointer to this queue as the parent
pointer passed to inner tasks. This parent pointer is recursively passed down through both levels of the
inner task invocation. This implies that when the leaf level task executes getWork and addWork they will
recursively call up the tree to the top level. The is reflected in the mapping file as the control sites for these
call-ups show that control is passed to level 2.

Another interesting aspect of this example program is that the termination test used in the spawn
statement is also a call-up. At the top level inner task, dispatching on the parent pointer simply results
in calling the termination test task at the same level. However, at the intermediate level, testing the
termination test actually results in a call-up generated to the second level. This demonstrates that we also
support call-ups within termination tests.

This example program will run n! tasks across all of the children.
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class Worklist

public:
Worklist (unsigned int initial);

void work () ;

private:
void task<inner> doWork(parent Worklist* wl);
void task<leaf> doWork(parent Worklistx wl);

void task<leaf> getWork(out int work([]) ;
void task<leaf> addWork(in int work([]) ;

bool task<leaf> done();

SqQueue<int> list_;

};
int main ()

Worklist wl(5);
wl.work () ;

return 0;
}
Worklist :: Worklist (unsigned int initial)

list_ (true)

list-.push(initial);
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}
void Worklist :: work ()

doWork (this) ;
void task<inner> Worklist ::doWork(parent Worklist* wl)
spawn (doWork (wl) , wl—>done());

void task<leaf> Worklist ::doWork(parent Worklist* wl)

{
intx work;
wl—>getWork (work) ;
int unit = work[0];
delete [] work;

if ( unit > 1)

int* newWork;
newWork = new int [unit ];
for ( unsigned int i = 0; i < unit; i++ )
newWork[i] = unit —1;
wl—>addWork (newWork) ;
delete [] newWork;
}
}
void task<leaf> Worklist :: getWork(out int work([])
{
work = new int [1];
if ( list_.empty() )
work [0] = 0;
else
work [0] = list_.pop();
}

void task<leaf> Worklist ::addWork(in int work([])

for ( unsigned int i = 0; i <= work[0]; i++ )

list-.push(work[i]);
bool task<leaf> Worklist :: done ()
{
return list_.empty();
}
Listing 6: Worklist source file
64 bit machine smpCluster
{
managed cluster level 2(256 Mb @ 128 b) : 2 children;
managed virtual shared smp level 1(256 Mb @ 128 b) : 2 children;
shared smp level 0(256 Mb @ 128 b);
}

Listing 7: Worklist machine file

instance Worklist ::doWork doWork_-2(level 2) inner

{
entrypoint Worklist :: work [0];
footprint (1024 ,bytes);
control(level 1)
{
spawn { spmd { fullrange=0,2; ways=2; } }
callsite doWork() { target doWork-1() { } }
callsite done(level 2) { target done 2() { } }
}
}

instance Worklist ::doWork doWork_1(level 1) inner
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footprint (1024, bytes);
control(level 0)
spawn{ spmd { fullrange=0,2; ways=2; } }

callsite doWork() { target doWork 0() {} }
callsite done(level 2) { target done_-2() {

}
}
instance Worklist ::doWork doWork. 0(level 0) leaf

b}

footprint (1024, bytes);
control(level 2)
{
callsite getWork() { target getWork.-2() {} }
callsite addWork() { target addWork.-2() {} }
}
}
instance Worklist :: getWork getWork_2(level 2) leaf { footprint (1024, bytes); }

instance Worklist ::addWork addWork_2(level 2) leaf { footprint (1024, bytes); }
instance Worklist ::done done_-2(level 2) leaf { footprint (1024, bytes); }

Listing 8: Worklist mapping file

12 The Sequoia GPU Backend

In this section we describe a GPU backend for Sequoia that targets NVIDIA’s CUDA programming language
[4]. Targeting a general purpose GPU language such as CUDA was a challenge and forced us to impose some
restrictions on what can be written in a task that will eventually be mapped onto a GPU. We developed
our CUDA backend based on CUDA 2.3, and have yet to extend Sequoia’s backend for the new Fermi
architecture [7]. Fermi should allow us to relax some of the restrictions that we have currently imposed. We
have tested our CUDA backend on both CUDA 2.3 and CUDA 3.0. Any earlier versions of CUDA will not
work as we make use of some of the more recently added features of the CUDA language.

12.1 Supported Syntax for GPU’s

The current GPU backend for Sequoia requires the programmer to strictly adhere to the traditional Sequoia
language. This means that all of the additional syntax structures added in section 5 are not supported for
GPU’s. Inner tasks are only allowed to consist of tunable declarations and mapping statements. Leaf tasks
are slightly less restrictive as we support all of the C syntax supported by CUDA in the leaf tasks. The
programmer can therefore still use for, while, and if/else statements in leaf tasks. However, there is no
notion of memory management in leaf tasks as there is no mechanism for allocating data dynamically within
a GPU thread. In addition to this, there cannot be any function calls performed at the leaf level ®. We have
not implemented the mapreduce mapping statement for CUDA yet. Finally, we do not support any of the
extensions for dynamic parallelism outlined in Section 10 for CUDA.

12.2 Representing GPU’s in Sequoia

In order to map a Sequoia program onto a GPU, it is first necessary to understand the GPU memory
hierarchy. For the purposes of this section we only consider a single GPU machine. We discuss multi-GPU
machines in Section 12.4. In Sequoia we model the GPU memory hierarchy as a four level machine. The top
level of the machine is the CPU’s main memory. There is only a single child from the CPU main memory
and this level represents the GPU’s device main memory that is off chip. From the device main memory we

6The NVIDIA compiler nvce supports __device__ level function calls which it then inlines, however, in order to support this
in Sequoia, we would have to clone a function so that we could have both a CPU and GPU version of the function. We currently
don’t support this, but it would not be a major challenge to add

31




then model the next level as a nearly unbounded” number of children each with 16KB of memory. This level
is designed to correspond directly to the number of threadblocks the device can launch. We therefore are not
modeling the hardware directly, but rather the number of hardware contexts the GPU is able to support at
any one time. The 16KB of memory at this level represents the amount of on-chip shared memory available
to each individual threadblock. Finally, for the last level there are 512 children for each node in the previous
level. This corresponds to CUDA supporting up to 512 threads per threadblock. It should be noted that
we make the size of each thread’s local memory at the bottom most level 16KB as well. We will explain the
reasons for this in Section 12.3. Below is an example CUDA machine file.

32 bit machine cuda

{
managed shared cudaCpu level 3(4096 Mb @ 16b) : 1 child;
cudaDevice level 2(1024 Mb @ 16b) : 1073741824 children;
cudaThreadBlock level 1(16 Kb @ 4b) : 512 children;
cudaThread level 0(16 Kb @ 4b);

}

There are a couple of things to notice about this machine file. First, we change the byte alignment from 16
bytes in the top levels to 4 bytes in the actual device. The reason for this is that CUDA devices assume four
byte alignments. It is also possible to reduce the CPU side alignments down to 4 bytes if desired. Another
important thing to notice is that this machine only supports a single GPU. If multiple GPU’s are to be used
then only the term cudaCpu had to be replaced by cudaCMP and the number of children in level 3 modified
to match the number of GPU’s. The cudaCMP runtime will be explained in more detail in Section 12.4.

12.3 Mapping Tasks onto GPU'’s

Now that we have described how to model a GPU in Sequoia, we can discuss how to map tasks onto the
GPU. Whenever a task is mapped onto a GPU, it must make use of all four levels. The reason for this is
that in the two intermediate levels, device main memory and threadblock shared memory, there does not
exist an actual processor that could explicitly be used for executing leaf tasks. In addition to this the CUDA
architecture mandates that at least 32 threads must be launched for every threadblock. Therefore we also
require that at least 32 tasks must be launched for each task call made in a task running at the threadblock
level.

The goal in mapping a task onto a GPU is to pack the threadblock level to make use of the restricted
16KB of data available as on-chip shared memory. Sequoia doesn’t model the GPU’s registers or local
memory as we assume that the Sequoia generated code will use up most of the registers and local memory
is off-chip 8. We also make use of the fact that Sequoia semantics require that there is no output aliasing
between tasks, therefore threads at the base level copy data into the shared memory, but then work directly
out of the shared memory. Since each leaf task’s working set is always a subset of its parent’s inner task
working set, we can guarantee that by packing the level 1 memory, then we are making the best use of the
on-chip shared memory. This is the reason that we make the level 0 memory size equal to the level 1 memory
size as we are encouraging the programmer to pack the level 1 memory efficiently. It is important to notice
that there exists the slight possibility to violate Sequoia’s copy-in, copy-out semantics here if the same array
as passed as both an in argument and an out argument to the leaf level tasks. Since the threads are no
longer copying into their own address space, there will be data races on the reads and writes to the array in
the shared memory. We are still working on implementing this analysis in the compiler, but at the moment
it is up to the programmer to be able to perform this operation explicitly.

An additional trick that we encourage the programmer to make use of is that of using the mapping
from level 3 to level 2 to move as much data in bulk as possible. Ideally, the iteration space of a mapping
statement that goes from level 3 to level 2 should only contain a single iteration. The effect that this will
have is to move all the data down to the device level in a single bulk transfer. This will minimize the pain of

"NVIDIA currently caps the maximum number of threadblocks that can be launched in a kernel call at 232. Unfortunately
we can only support 230 threadblocks as Sequoia currently uses integers and not long integers to represent machine size.

8We also don’t model the constant or texture caches, but we see a chance for the compiler to make use of these. For example,
one potential use would be to place in arguments in the constant cache
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going across the PCI-Express bus from the CPU main memory to the GPU main memory. It is important
to minimize the number of these transfers as they are very expensive.

In some cases when mapping a Sequoia program onto a GPU, the generated code will use more registers
or __local__ memory than is available on a given device. The reason for this is that Sequoia only models
packing the device main memory and the shared memory of the device. As a result of this the compiler
doesn’t attempt to pack the registers or the local data for the device. It is therefore possible that the compiler
generates code that the NVIDIA compiler nvcc claims cannot be scheduled on the device. The best solution
to this problem is to use fewer threads per threadblock, thereby freeing up more registers. If you want to
see how many registers are currently required for a program, append the option --ptxas-options=-v flag
to the NVCC_FLAGS in the generate Makefile and recompile. This will then generate a report that will show
how many registers are required for each thread and allow for a more informed decision on the maximum
number of threads that can be launched on the current device for a given program.

The last thing to consider when mapping programs onto GPU’s is performance. Both the copy elimination
and loop-fusion optimizations described in section 9.4 are still applicable to CUDA. The only optimization
not fully supported is software pipelining. Software pipelining is supported between levels 2 and 3, but is not
supported anywhere else as there is no way to issue asynchronous data transfers on the GPU. Finally, the
mappar statement is the optimal choice for scheduling tasks on the GPU as it allows all of the threadblock
and the threads to run in parallel. The mapseq statement is supported for CUDA, but has very poor
performance. At the threadblock level a mapseq statement will result in as many kernel calls as there are
points in the iteration space and only a single threadblock being launched at a time. Similarly, at the thread
level, a mapseq statement will result in all the threads running their computation as many times as their are
points in the iteration space, with only one thread being allowed to write its results back after each iteration.
In general mapseq can be used for developing an algorithm, but should be avoided if good performance is
desired.

12.4 Targeting a Cluster of GPU’s

One of our primary targets for this version of the Sequoia compiler is a cluster of GPU’s. In our view, a
cluster of GPU’s could consist of two potential architectures: a single desktop machine that contains multiple
GPU’s, or an MPI cluster where each node contains one or more GPU’s as accelerators for the chip(s) on a
node. We support both of these architectures.

To support multiple GPU’s we have added the cudaCMP runtime. This will serve as the top level runtime
in any process that targets multiple GPU’s. The cudaCMP runtime is based on the SMP runtime described
in Section 6.2. This runtime contains a top level thread that acts as the distributor of work, and then a
single thread for each GPU that is to be targeted. The reason that a separate thread is required is that
NVIDIA stipulates that there be a single thread that controls each device [4]. Below this level, we have the
same three levels as the single GPU runtime described in section 12.3: cudaDevice, cudaThreadBlock, and
cudaThread. The only difference between the cudaCMP runtime and cudaCpu runtime is that the cudaCMP
runtime allows the programmer to spread tasks over more than one GPU.

The only restriction on the cudaCMP runtime is that it be the top level runtime in a given process. This
is because the runtime assumes that each of the child threads that it creates have a globally unique thread
identification number that will correspond to the CUDA device that they will be targeting. If another
runtime such as SMP where to be placed on top of the cudaCMP runtime then a situation could occur where
there are multiple instances of the cudaCMP runtime and the thread ID’s assigned to its children will no longer
be globally unique. This would result in multiple threads trying to control the same GPU and would almost
certainly lead to some form of memory corruption. The one exception to this restriction is the cluster
runtime. The cluster runtime is able to be placed on top of the cudaCMP runtime as the cluster runtime
will generate a separate MPI process for each node, and therefore the cudaCMP runtime is ensured that it is
the only runtime managing the GPU’s on a given node. By composing the cluster and cudaCMP runtimes
it is possible to run on an arbitrarily large cluster of GPU’s.
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13 A Capstone Example Program: Matrix Multiply for GPU

In this section we present a more advanced example of a complete Sequoia program. This program implements
the BLAS Level 3 routine dense matrix-matrix multiply (C = A*B), on a GPU. Below we have listed the
complete contents of the three necessary files: matrixmult.sq, cuda.m, and cuda.mp. As always matrixmult.sq
specifies the machine independent algorithm, cuda.m specifies the memory hierarchy of a GPU, and cuda.mp
maps the machine independent algorithm to the memory hierarchy. The file matrixmult.sq contains main
and two tasks. The main routine simply creates the two dimensional arrays “a”, “b”, and “c” which hold
the matrices A, B and C respectively. Notice that as is often the case there are two implementations of
the same task ”"matrixmult”. The first implementation (line 40) is denoted as an ”inner” task. This task
will break up the matrices into submatrix blocks which will then be distributed to the child processors, in
this case the thread blocks and threads. The second implementation (line 54) of the “matrixmult” task is
denoted as a “leaf” task. This task will run at the lowest level on the GPU, which is the thread level, and
will carry out the matrix product. The arguments to the “matrixmult” task are the three matrices “a”, “b”,
and “c”. Note that the matrices “a” and “b” are denoted as in arguments and that the matrix “c” is an
out argument. This ensures that “a” and “b” are only read while “c” is only written.

task<inner> void compute(in float a[M][P], in float b[P][N], out float c[M][N]);
task<leaf> void compute(in float a[M][P], in float b[P][N], out float c[M][N]);
int main()
{
const unsigned int M = 256;
const unsigned int N = 256;
const unsigned int P = 256;
float+* a = new float *[M];
for ( unmnsigned int i = 0; i <M; i++ )
a[i] = new float [P];
for ( unmsigned int i = 0; i <M; i++ )
for ( unsigned int j = 0; j < P; j++ )
a[i][j] = static_cast<float>(i*10+j);
float**x b = new float *x[P];
for ( unmnsigned int i = 0; i < P; i++ )
b[i] = new float [N];
for ( unsigned int i = 0; i < P; i++ )
for ( unsigned int j = 0; j < N; j++ )
blil[J] = (1= ) 7 1: 0;
float*x ¢ = new float x[M];
for ( unsigned int i = 0; i <M; i++ )
c[i] = new float [N];
matrixmult(a, b, c¢);
for ( unsigned int i = 0; i <M; i++ )
delete [] a[i];
delete [] a;
for ( unmnsigned int i = 0; i < P; i++ )
delete [] b[i];
delete [] b;
for ( unmnsigned int i = 0; i <M; i++ )
delete c[i];
delete [] c;
return 0;
}

task<inner> void matrixmult(in float a[M][P], in float b[P][N], out float c[M][N])

{

tunable mBlock;
tunable pBlock;
tunable nBlock;
mappar ( int i = 0 : M/mBlock, int j = 0 : N/nBlock )

mapseq ( int k = 0 : P/pBlock )
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49 {
50 matrixmult (a[i*mBlock; mBlock ] [k*xpBlock;pBlock], b[kxpBlock;pBlock][j*nBlock;nBlock], ¢
[i*mBlock;mBlock ] [ j*nBlock ;nBlock]) ;
51 }
52|}
53| }
54| task<leaf> void matrixmult(in float a[M][P], in float b[P][N], out float c[M][N])
55| {
56 for ( unmnsigned int i = 0; i <M; i++ )
57 for ( unsigned int j = 0; j < N; j++ )
58
59 c[i][j] = 0.0;
60 for ( unsigned int k = 0; k < P; kt+ )
61 cli][j] +=ali][k] = b[k][j];
62
63 }
Listing 9: Matrix Multiply source file
The machine file, cuda.m, contains a description of an NVIDIA GPU on which we will run this application.
A GPU has four memory levels in Sequoia: cudaCPU, cudaDevice, cudaThreadBlock, and cudaThread. The
cudaCPU level describes the main memory and host CPU which will launch and create the data for the
computation. The cudaDevice level describes the device main memory on the GPU. The cudaThreadBlock
level describes the first level of parallelism on a GPU, namely the thread blocks. The bottom level in
the hierarchy then is the cudaThread level which as it sounds describes the individual threads within each
threadblock. The cuda runtime was written with separate memory levels for the threadblock and thread
parallelism so that the programmer has more control over how work is divided up on the GPU. This way
it is possible to specify the number of threadblocks created as well as threads per thread block. The child
keywords in this machine file tell Sequoia that there are a total of 100 million thread blocks possible each
with 512 threads. The fact that we can allow up to 100 million thread blocks is a feature of cuda which
allows more thread blocks to be created than there are hardware contexts. The thread blocks are then
scheduled appropriately by cuda. The memory restrictions of the GPU platform are also described, level 2
sets the device main memory at 1024 Mb aligned on 16 byte boundaries and level 0 sets the memory size of
the registers to be 16 kilobytes aligned on 4 byte boundaries.
1/ 32 bit machine cuda
21{
3 managed cudaCpu level 3(4096 Mb @ 16 b) : 1 child;
4 cudaDevice level 2(1024 Mb @ 16 b) : 4294967296 children; // 2732
5 cudaThreadBlock level 1(16 Kb @ 4 b) : 512 children;
6 cudaThread level 0(16 Kb @ 4 b);
7}

Listing 10: Matrix Multiply machine file

The mapping file, cuda.mp, describes to Sequoia how the abstract algorithm contained in matrixmult.sq
is to be applied to the GPU described in cuda.m. For this example four instances of the task “matrixmult”
(417, “27, “3” | and “i4” as seen below) are created. Each instance of the “inner” implementation of
the “matrixmult” task defines concrete values for the tunables “mBlock”, “nBlock”, and “pBlock”. These
tunables are used by the algorithm in matrixmult.sq as the dimensions of the submatrices to be to be passed
to the recursive “matrixmult” call. The topmost instance, “il”, instantiated on level 3 contains a data
section which defines the initial size of the matrices. So at level 3, on the CPU, the matrices are determined
to be 256x256. Also “il1” sets “mBlock”, “nBlock”, and “pBlock” to be 256. Since “i1” is instantiate for
level 3 this implies that the matrices sent to level 2 will be size 256x256 also. This implies that the entire
matrices will be passed from the CPU to the GPU device. Next instance “i2” sets the tunables to 1, 1, and 32
respectively. This has the effect of making the matrices sent to level 1 non-square so that “a” is 1x32, “b” is
32x1, and “c” is 1x1. Lastly “i3” on level 1 assigns the tunables the values 1, 1, 1 so that the matrices passed
to level 0 are all dimension 1x1. In this way the matrices are broken up from level to level until they reach
the bottom of the hierarchy and the cuda threads operate on single matrix elements. The instances of the
inner implementation of “matrixmult” also contain a control section. The control sections describe how
the two dimensional mappar loop and the one dimensional mapseq loop are to distribute the submatrix blocks
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among the child processes at each level. In instance “i1” on level 3 since there is only one child of the CPU,
namely the GPU device, the spmd width of both of the mappar dimensions is 1. This corresponds correctly

: . . W W «1,0 : . N __ 256 __ M _ 256 __
to the iteration bounds for “i”, “j”, and “k” which are calculated as —z7— = 522 = 1, —2— = 52¢ = 1,
and pBl% = % = 1 respectively so that each dimension of the loops has only one iteration. This implies

that there is no parallelism or looping from level 3 to level 2 as expected and so the 256x256 matrices are
simply copied from the CPU to the GPU in their entirety. On level 2 in instance “i2”, however, we now have
the ways of the two mappar dimensions specified as 256. This gives the iteration bounds on “i” and “j” as
e = 236 = 956 and 2L = 256 = 256. So the two dimensional mappar on level 2 will iterate through
all 256 of the rows in “a” and for each of those rows it will iterate through all 256 columns of “b”. Now since
“pBlock” is not the full 256 but is set to 32, we will not be transferring the whole rows of “a” or the whole
columns of “b” all at once. Instead each row and each column will be broken up into 8, 32 element pieces.
These sub-rows and sub-columns are then what are sent to level 1. Since we know from the machine file
that level 1 represents the thread block level this data partitioning describes a total of 524288 thread blocks
to be launched on the GPU. Interesting to note is the fact that the mapseq loop, the innermost loop, has a
specified spmd ways which breaks up dependent parts of the data. Namely the resulting products computed
from the sub-rows and sum-columns created from “a” and “b” are not independent of each other when they
belong to the same row/column. Dividing dependent computations in this way is a safe thing to do when
the looping construct is a mapseq. In this case the spmd distributed computations will be computed by
separate thread blocks but the mapseq will ensure that the computations happen in order and one at a time.
This is also what happens on level 0. The matrices on level 0 have sizes “a”: 1x32, “b”:32x1, and “c”:1x1
and so only the inner dimension is further divided up. This again is safe to do because the inner dimension
is divided up using a mapseq loop which preserves order and serializes the individual computations. So
the mapping file describes data being broken up progressively as it moves down through the levels so that
each cuda thread ends up multiplying one element of “a” times one element of “b” and adding them to the
accumulating corresponding element of “c”.

instance matrixmult il(level 3) inner

{

entrypoint main [0];
tunable mBlock = 256;

tunable nBlock 256;

tunable pBlock 256;

data ()
array a() { elements = 256,256; }
array b() { elements = 256,256; }
array c() { elements = 256,256; }

control(level 2)

{
loop i() { spmd { fullrange = 0,1; ways = 1; iterblk = 1; } }
loop j() { spmd { ways = 1; iterblk = 1; } }
loop k() { }
callsite matrixmult() { target i2() { } }
}
}
instance matrixmult i2(level 2) inner
{
tunable mBlock = 1;
tunable nBlock = 1;
tunable pBlock = 32;
control(level 1)

loop i() { spmd { fullrange = 0,524288; ways = 256; iterblk = 1; } }
loop j() { spmd { ways = 256; iterblk = 1; } }
loop k() { spmd { ways = 8; iterblk = 1;} }
callsite matrixmult() { target i3() { } }
}
}
instance matrixmult i3(level 1) inner

{

tunable mBlock = 1;
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tunable nBlock = 1;
tunable pBlock = 1;
control(level 0)
loop i() { spmd { fullrange = 0,32; ways = 1; iterblk = 1; } }
loop j() { spmd { ways = 1; iterblk = 1; } }
loop k() { spmd { ways = 32; iterblk = 1; } }
callsite matrixmult() { target i4() { } }
}
}
instance matrixmult i4(level 0) leaf { }

Listing 11: Matrix Multiply mapping file

14 Known Issues

e Error locations for errors in inter-file dependency analysis are incorrect

e Some errors are caught by assertions in the compiler instead of being handled explicitly through error
messages

e Task calls across memory levels are only supported through mapping statements
e mapreduce statements currently only work with one dimensional arrays

e There may be false warnings concerning reading from out parameters or writing to in parameters as
our static analysis is not sound

e The CUDA runtimes will sometimes not generate correct code with the optimizations from the —O
flag applied

e The compiler cannot support the full width of threadblocks (232) since it represents machine widths
using integers instead of long integers

e No support for namespaces
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