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Exercise 1 <<15 points>>

The homework files include a class-based implementation of a Stack ADT. The items in 
this  stack  can  only  be  of  integer  type.  You  must  modify  this  implementation  using 
templates to allow the Stack ADT to contain any data type. A main.cpp file is provided to 
test your implementation. The expected output is the following:

9 8 7 6 5 4 3 2 1 
First element is 9
9 8 7 6 5 4 3 2 1 
Popped element 9
8 7 6 5 4 3 2 1 
Popped element 8
7 6 5 4 3 2 1 
Popped element 7
6 5 4 3 2 1 
Popped element 6
5 4 3 2 1 
Popped element 5
4 3 2 1 
Popped element 4
3 2 1 
Popped element 3
2 1 
Popped element 2
1 
Popped element 1
Stack is empty!
5 4 3 2 1 
8 7 6 5 4 3 2 1
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In the remaining exercises you will add missing functionality to a Binary Search Tree 
implementation.
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The structure and function declarations are the following (tree.h in the homework files):

struct TreeNode
{

TreeNode* left;
int value;
TreeNode* right;

};

typedef TreeNode* Tree;

void createTree(Tree &t);

bool insert(Tree &t, int value);
void inorder(Tree &t);
void preorder(Tree &t);
void postorder(Tree &t);
bool find(Tree &t, int value);
int height(Tree &t);
bool remove(Tree &t, int value);

To test your tree implementation, a main.cpp is provided in the homework files. Running 
this program with all the exercises correctly implemented should yield the following:

CREATING AND INSERTING
----------------------
Could not insert value 15. Already in tree.
Could not insert value 17. Already in tree.
Could not insert value 23. Already in tree.
The height of the tree is 3

TRAVERSALS
----------
4 10 12 13 15 17 23 25 29 
15 10 4 13 12 23 17 29 25 
4 12 13 10 17 25 29 23 15 

BINARY SEARCH
-------------
Value 10 is contained in the tree.
Value 29 is contained in the tree.
Value 48 is NOT contained in the tree.

REMOVAL OF NODES
----------------
4 10 12 13 15 17 23 25 29 
Removing node 25:
4 10 12 13 15 17 23 29 
The height of the tree is 3
Removing node 13:
4 10 12 15 17 23 29 
The height of the tree is 2
Removing node 15:
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4 10 12 17 23 29 
The height of the tree is 2

When debugging your program, take into account that the tree used in the main.cpp 
program is exactly the same as the one shown in the previous page.

Exercise 2 <<10 points>>

The provided implementation already includes an insert function:

bool insert(Tree &t, int value);

However, it uses an iterative algorithm, which is not as readable as the recursive version 
of  the  algorithm.  You  must  reimplement  the  insertion  algorithm  using  a  recursive 
algorithm. You are not allowed to modify the expected behaviour of the function, so 
don't forget that the function must return true if the insertion was successful and false 
if the tree already contains the specified value.

Exercise 3 <<10 points>>

Implement the following function:

int height(Tree &t);

This function returns the height of the tree, which is the length of the path from the root 
of the tree to the lowest leaf node. Hint: Finding the height is a very simple problem if 
you come up with a recursive definition of a tree's height.

Exercise 4 <<10 points>>

Implement the remove function:

bool remove(Tree &t, int value);

This function removes the node with the specified value. This is more complicated than 
the deleteSubtree method shown in the book, since we are not just cutting off an entire 
branch of the tree. We want to remove a specific node, and make sure that the result is 
still a tree (e.g., think about what would happen if you removed node 23 in the tree; 
what would happen to its left and right subtrees?). The function will return true if the 
removal was successful and false if no such value was found.
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When removing a node from the tree, you will encounter three different scenarios:

Removing a leaf
This is the simplest case. Simple free the memory allocated to the node, and make sure 
you update the parent node to indicate that it no longer has a subtree.

Removing a node with a single child
In this case, we will need to give the orphaned child a new parent. We just need to 
modify the node's parent so its subtree will be the orphaned subtree.

Page 6 of 7



The University of
Chicago

Department of
Computer Science

CMSC 15200 – Introduction to Computer Science 2
Summer Quarter 2007

Homework #5 (08/08/2007)
Due: 08/10/2007 @ 5:00pm

Removing a node with two children
This is the most complex scenario. If we want to remove a node with two children, the 
first thing we need to do is find the largest node of all the nodes in the left-subtree 
(“largest of smaller”, or LoS). For example let's suppose we want to remove node 15. 
The largest node in the left sub-tree is 13. We must change the value of the node we 
want to remove to be the value of the LoS. Finally, we will need to remove the LoS node. 
Take into account that, by definition, the LoS must be a node with a single child or no 
children, since there are no nodes with values larger than it (i.e., it will not have a right 
subtree). So, we will be able to remove the LoS node using any of the two previous 
algorithms. Note how, in this case, the node we want to remove doesn't actually get 
removed (we just change its value to the LoS node's value, and then remove the LoS 
node).
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